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An Approximate Algorithm for Decision Tree Design

SUMMARY Efficient probabilistic decision trees are
required in various application areas such as character recogni-
tion. This paper presents a polynomial-time approximate algo-
rithm for designing a probabilistic decision tree. The obtained
tree is near-optimal for the cost, defined as the weighted sum of
the expected test execution time and expected loss. The algo-
rithm is advantageous over other reported heuristics from the
viewpoint that the goodness of the solution is theoretically
guaranteed. That is, the relative deviation of the obtained tree
cost from the exact optimum is not more than a positive constant
e, which can be set arbitrarily small. When the given loss
function is Hamming metric, the time efficiency is further im-
proved by using the information theoretical lower bound on the
tree cost. The time efficiency of the algorithm and the accuracy
of the solutions were evaluated through computational experi-
ments. The results show that the computing time increases very
slowly with an increase in problem size and the relative error of
the obtained solution is much less than the upper bound & for
most problems.

key words: decision tree, pattern recognition, optimization,
approximation algorithm, statistical decision problem, source
coding, polynomial time algorithm

1. Introduction

The decision tree design problem has long been of
great importance. This is because efficient decision
trees are required in widely spread areas such as fault
diagnosis™® computer programming®, medical diag-
nosis®»®,_ character recognition®”, remote sens-
ing® @ and machine learning"”. Decision trees repre-
sent sequential decision processes commonly found in
these applications. In such a process, several tests are
sequentially executed to gather information about the
occurring unknown state, and then an appropriate
action is taken depending on the outcome of tests.
Depending on the characteristics of the test outcomes,
decision trees are categorized into two types: deter-
ministic and probabilistic. With the former, a test
applied to a state always produces a fixed outcome
while in the latter a test yields different outcomes with
non-zero probability. Probabilistic decision trees are
particularly significant in applications with various
pattern recognition problems™*.

Reference (11) presented an algorithm to con-
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struct efficient probabilistic decision trees. This algo-
rithm strictly optimizes a decision tree for the cost,
defined as the weighted sum of the expected test execu-
tion time and expected loss. Empirical results have
shown that the algorithm is relatively time-efficient
among exact algorithms. In spite of this, the worst case
computing time with this method is not polynomial in
problem size. Thus, the time possibly becomes too
large if extremely hard problems are given. Likewise,
the algorithm may not be applicable when the problem
size is very large. To solve these hard or large prob-
lems in practical computing time, a faster algorithm
should be developed.

If exact solutions are not strictly required, heuris-
tics are more advantageous than the exact algorithms
from a viewpoint of running time. Until now, a
number of heuristics have been proposed for the
probabilistic decision tree design™»~"9). These heu-
ristics are divided into the greedy method and the
pruning method. In the greedy method, the tree is
constructed in a top-down manner from the root to
leaves. At each step of the construction, a tree node is
labeled with a test, which is selected on the basis of a
locally evaluated measure, for example, the amount of
mutual information to be obtained. If a certain stop-
ping rule is satisfied, this test selection procedure is
finished by turning the node into a leaf. The greedy
method is also used to obtain an initial solution for the
pruning method, with which the tree cost is improved
by pruning off some of the branches from the initial
tree.

The disadvantage of these heuristics is that no
performance bounds have been theoretically clarified
on accuracy of solutions. Therefore, we must expect
that solutions attained using these methods are condi-
tionally far from the strict optimum. For a determinis-
tic decision tree case, Garey and Graham"® have
analyzed the accuracy of solutions obtained using the
greedy method. When the tree cost is the expected. test
execution time, they examined the ratio of the cost
achieved by the greedy method to the exact optimum.
Needless to say, the accuracy is better for a smaller
ratio. However, they have shown that this ratio can
become arbitrarily large in the worst case. For the
probabilistic decision tree design, no similar analysis
has been attempted. Nevertheless, the above result
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suggests that the worst case performance is not very
good in the same way as in the deterministic decision
tree case.

For some optimization problems, methods
referred to as “ec-approximate algorithms” have been
proposed"™®_ These algorithms run in polynomial
time and yield solutions that have their relative devia-
tion from the optimum upper bounded by a certain
constant . Such a method is obviously advantageous
because the algorithm is guaranteed to always yield
good solutions for any problems. The purpose of this
paper is to establish such an e-approximate algorithm
for the probabilistic decision tree design.

As in Ref. (11), the tree cost used here is defined
as the weighed sum of the expected test execution time
and expected loss. Several characteristics are derived
for decision trees associated with this cost definition.
On the basis of these characteristics, an approximate
algorithm is established for designing probabilistic
decision trees. These characteristics are also used in
the analysis on the proposed algorithm. The cost of
the tree obtained by this algorithm is not larger than 1
+¢e times the optimal value for a given arbitrary
constant e(e>0). The computing time of the
proposed method is polynomial in test outcome set
size, test set size, state space size, and action set size. It
is also shown that the efficiency of the algorithm is
further improved by utilizing the lower bound on the
cost if the loss function is commonly used Hamming
metric. Finally, computational experimental results
are depicted to clarify the effectiveness of the proposed
method in computing time and solution accuracy.

2. Preliminaries

Suppose that a certain state u occurs from the set
U={w, us, -, ux} with a prior probability Q(u) and
an action g is taken from the set & ={a, as, -, a.}.
Here, the loss function d : 2, X #—[0, o) is defined,
and the action taken should be one achieving a small
value of the loss. While a prior state probability is
known for each state &7/, the occurring state is
unknown. Tests can be carried out to obtain informa-
tion about the present state. These tests belong to the
set 7 ={t, t, =, tv}. A test t&J produces an out-
come x, which is an element of the set ¥ ={0, -, b
—1}. When a test ¢ is applied to a state «, an outcome
x is observed with a conditional probability P; (x|u).

A decision tree is a rooted tree that represents a
sequential decision process, which takes place in the
above situation. In a decision tree, an internal node is
associated with a test t& 7, and a leaf is labeled with
an action a&€ « as shown in Fig. 1. The decision
process starts at the root and ends at a leaf. At an
internal node, the associated test is executed and the
process proceeds to one of its b sons depending on the
outcome x. When the process arrives at a leaf by
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Fig. 1 A decision tree, illustrating terminology.

repeating this, the associated action is taken. If the
conditional test outcome probability takes a value
such that 0< P, (x|u) < 1, the tree is called a probabilis-
tic decision tree.

The decision tree design problem is described as

follows :
Problem: From given state probabilities Q(u)’s,
given conditional test outcome probabilities P; (x|u)’s,
and a given loss function d, construct an optimal or
near-optimal b-ary decision tree for a specified tree
cost.

The input length of this problem is determined by
state set size K, action set size L, test set size N, and
test outcome set size . Therefore, it is reasonable to
evaluate the efficiency of the algorithm in terms of K,
L, N, and b. _

The tree cost is defined in terms of the expected
test execution time and expected loss. The expected
test execution time is the expected value of test num-
bers from the root to a leaf. The expected loss is the
sum of the losses d(u; @)’s weighted by the joint
probabilities of the state u and the action a. Then, the
tree cost C is formulated as,

C=W+ oD, (1)

where W is the expected test execution time and D is
the expected loss. The constant p(0<p< o) is the
weight parameter, which is larger if the expected loss is
more strictly required to be less than the test execution
time, and smaller otherwise.

The above definition of the tree cost seems ade-
quate to obtain time-efficient and low-loss decision
trees. Thus, similar tree cost definitions have been
employed in literature® ®. One benefit of this cost
definition is that an optimization algorithm can be
simplified by utilizing the next characteristic®*?.
Characteristic 1: Let C denote the cost of the tree
such that the root is labeled with a test. Let v, =+, v5_1
be sons of its root and C. be the cost of the subtree
rooted at v, (x€ %). Suppose that v, corresponds to
outcome x, which is observed at the root with the
probability P;. Then,

b1
C=1+§0PxCx, (2)
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Fig.2 A probabilistic decision table.

The proof for this characteristic is seen in Ref.
(11). The algorithm developed in this paper is based
on this characteristic as well as several newly revealed
characteristics described in Sect. 3.

This paper assumes the following.

Assumption 1: The outcome of different tests are
statistically independent. That is, the conditional
probability P, (x|u) does not change before and after
other tests are executed.

Assumption 2: Repeated execution of the same test
always gives the same outcome. Thus, reapplying
identical tests is useless.

Assumption 3: The loss function satisfies that 0=d
(u; a)<1 for any u=?( and aE 4.

The first two assumptions are often acceptable for
practical applications such as character recogni-
tion™49  Nevertheless, these assumptions can be
omitted in the algorithm described later. If Assump-
tion 1 is made, probabilities Q (u)’s and P, (x|u)’s are
indicated in a table as shown in Fig. 2. This table is
called a probabilistic decision table following the
terminology in Ref. (14). Assumption 3 can be made
without loss of generality. If the given loss function is
such that d(u; a)> 1 for certain u and a, then
consider

o’=pmax|d(u; a)], and

reoooy_ d(u; a)
d'(u; a)_max[d(u s a)]

as the new weight parameter and new loss function.
The new loss function and weight parameter satisfy 0=
d(u; a) £1 without changing the value of the tree
cost specified above.

3. Characteristics for Approximate Tree Design

The most trivial solution for the decision tree
design problem is a tree consisting of only a leaf. With
this tree, the decision process is completed by executing
no tests and taking the action that minimizes the
expected loss. From Eq.(1), the cost of such a tree is
oD. If the weight parameter o is not larger than I, the
optimal solution is a tree consisting of only a leaf.
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This is verified as follows. Since Assumption 3 asserts
that 0 D=1, the cost of the tree consisting of only a
leaf, pD, is not larger than 1 for 0<p=1. On the other
hand, the cost of a tree executing a test at the root is not
less than 1 because W =1. Thus, the tree consisting of
only a leaf is optimal. Since the design problem is
trivial for p=1 in this way, let us assume 1< p<co in
what follows.

Obviously, the cost of a tree consisting of only a
leaf is an upper bound on the optimal cost. There is
the next relation between these costs.

Lemma 1: Let Gear denote the cost of a tree consist-
ing of only a leaf and let Cy denote the cost of the
optimal tree. Then,

Ceat= |0Copt~ ‘ ( 3 )

Proof : First, consider a case where the optimal tree
has the root labeled with a test 4,17 . Since a test is
executed at least once with this tree and the expected
loss is non-negative,

1= Cop. (4)
Here, it is clear from Assumption 3 that
Cleaf: leeafé 0, ( 5 )

where Diegr is the expected loss of the tree consisting of
only a leaf. From Egs.(4) and (5), Eq.(3) is derived.
Next, if the optimal tree consists of only a leaf,
then obviously Cear= Copt. This satisfies Eq.(3) for p
>1 and thus the proof is completed. ]
Assume that the optimal tree has the root labeled
with a certain test fp. In this tree, let us define v, and
P, in the same way as in Characteristic 1. The follow-
ing two lemmas are obtained for the cost of the optimal
tree and that of its subtree rooted at v;.
Lemma 2: In the optimal tree with the root labeled
with fpi, the subtree rooted at vy is optimal for the state
probabilities Q (wl|x), .-+, Q(ux|x), where x is an
arbitrary element in &. Conversely, in a tree executing
topt
at the root, if the subtree rooted at v, is optimal for
every x& ¥, then the tree is optimal.
Proof: Both statements are immediately proved from
Characteristic 1. ]
Lemma 3: In the optimal tree with the root labeled
with fopt, let Copt,z denote the cost of its subtree rooted
at v.. Also, let C; be the cost of a certain tree executing
fpt at the root, and let C;,» be that of its subtree rooted
at v, If C; . satisfies that

Ci2 < (14 8) Copt,z, for every xE X, (6)
for a positive constant §, then
C: = (1+76) Copts (7)

where 7 is a constant defined by
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o—1
= 8
=" (8)
Proof: The following two equations are obtained
from Eq. (2).
b—1
Copt=1++ Z_‘,O P Copt,z, and (9)
b—1
Ci=1+ ZO P.C x. (10)
=
If Eq.(6) is satisfied, then
b—1
Cf§1+20PxC0pt,x(1+é‘). (11)
=
Substituting Eq.(9) into Eq. (11), we have
ctg<1 +5—i>copt. (12)
COpt
From Assumption 3, it is easy to show that
0< Copté Cieat= o. (13)
Therefore,
ctg<1+5—%>Copt=<1+p—;16>copt. (14)

This completes the proof. U]
Here, let us define some terms.

Definition : Consider a decision tree constructed by

an approximate algorithm. Let C denote the cost of

this tree. Then, the relative error E, for the tree is
defined as
Erzﬂ, (15)

Copt

where Cop is the optimal cost. If E,=¢ for a certain
positive constant ¢, the tree is called e-suboptimal.
(end of definition)

Clearly by this definition, the optimal tree is &-
suboptimal for all £>0.

The above lemmas derive the next theorem con-
cerning an e-suboptimal decision tree.
Theorem 1: Let G, denote the optimal tree cost for
given Q(u)’s, P;(x|u)’s and p(0>1). Then, there is
an e-suboptimal tree whose height is not larger than
the constant /4, defined as

depth =0 —— ()

[y

depth=nh ’
C(ny) i) Cny)

Fig. 3 Explanation for the proof of Theorem 2. Left: the
original optimal tree. Right: the modified tree.
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h=max< [ IOg”p—iJ’ 0>, (16)

where 7 is given in Eq. (8).

Proof: When the height of the optimal tree does not
exceed £ defined in Eq. (16), the optimal tree obvious-
ly satisfies the theorem statement. Therefore, the proof
is shown assuming that the height of the optimal tree is
greater than £,

If the height of a tree is greater than A, there is at
least one internal node whose depth is 4. Here, modify
the optimal tree by changing every internal node
placed at depth 4 into a leaf (see Fig.3). Thus, the
height of the tree becomes 4 by this modification. In
the following, the theorem will be proved by showing
that the modified tree is e-suboptimal.

Let 7, be a node whose depth is 4. Also, let C (n,)

" denote the cost of the subtree rooted at s, in the

original optimal tree and C (n:)” denote that of the
modified tree. Then, Lemma 1 implies that

C(”lh)lépc(”h)- (17)

If ~=0, n, must be the root. Thus, the values
C (n,) and C(ny,)’ are the cost of the optimal tree and
that of the modified tree. Meanwhile, the definition of
A implies that €>p—1 for A=0. Therefore, the cost
C (ny)’ satisfies the condition that the modified tree is
e-suboptimal.

When A=1, suppose that #,.; is a node sited at
depth A—1 in the optimal tree. Additionally, let
C (n,-1) denote the cost of the subtree rooted at n,_;
in the original optimal tree and let C (n,_;)’ denote
that of the modified tree. By Lemma 2, every subtree in
the original tree is optimal. This characteristic and Eq.
(17) suffice the condition of Lemma 3. Therefore,

C(nh—1)’§{1+77(0_1)}c(nh—l)- (18)

Let C’ be the cost of the modified tree. Then, by

repeating the above consideration, we get
C'={l+7"(p—1)} Copt. (19)

Meanwhile, from the definition of 4,

3
h= log ”F. (20)

Since the constant 7 is less than 1,

h < &
7= (21)
By substituting Eq. (21) into Eq. (19), it is verified
that the modified tree cost satisfies E,<e&. Thus, the
proof is completed. L]
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4. Approximate Algorithm
4.1 Basic Algorithm

The basic algorithm yielding approximate solu-
tions is described as follows.

Algorithm 1: Execute the procedure Approx shown
in Fig. 4 to construct an e-suboptimal decision tree
from given Q(u)’s, P;(x|u)’s, and p.

In the procedure Approx, Q means the vector
(Q(w), -+, Q(ux)) and Q|x is the vector (Q (u|x),
-+, Q(ug|x)). Also, Py is the probability of observing
test outcome x at the root. The vector Q|x and the
probability P, are computed from the augment Q and
the given constants P, (x|u)’s.

Theorem 2: The procedure Approx returns an e-
suboptimal decision tree DT, and its cost C. for given
Q(u)’s, Pi(x|lu)’s, p and &. The height of the
obtained tree is not greater than /4 defined by substitut-
ing the given values of ¢ and p into Eq. (16). The
procedure uses O (b"N"KL) time for given test out-
come set size b, test set size N, state set size K, and
action set size L.

Proof : First, let us prove the first and second state-
ments by using induction on A and N.

If N=0, then the only solution is a tree consisting
of only a leaf. In this case, lines 4-8 are not executed
and the procedure returns the only solution. Since the
height of the constructed tree is 0, the statements are
correct. For € and p giving =0, Eq. (16) implies that
€= p—1. This means that lines 3-8 are not executed
because of the if-statement of line 2. Therefore, the
procedure returns a tree consisting of only a leaf and its
cost Gear. Meanwhile, Lemma 1 asserts that this
solution is e-suboptimal for e=p—1. Furthermore,

Procedure Approx(Q, 7, & C o DTE);
begin
1. DT;= a tree consisting of only a leaf; C; = Ciesg;
2. if(e<p—1)and (T @) then
3. for everyt € Tdo begin

4. for x:=0tob-1do

Approx(Q lx, T- {t}, ep/(p- 1), Cg, x DT& o
b1

5. C=1+ 3 PCex
x=0
6. if C < C,then begin
7. C o= C;
8. DT,:= a tree consisting of the root labeled with t
and subtrees DT& g DT& b1
end
end
end.

Fig. 4 The procedure Approx describing the basic approximate
algorithm.
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the height of this tree is equal to 4#(=0). Hence, the
statements are correct also if A=0.

Let us examine the case of N >0 and 4 >0 assum-
ing the validity of the statements for N—1 and A—1.
For the parameters ¢ and p yielding /4 >0, suppose that
¢ is changed to o/ (p—1). By changing ¢ into o/ (p
—1) in Eq. (16), it is verified that this replacement
decreases 4 by 1. This fact and the assumption imply
that line 4 correctly constructs subtrees whose heights
are upper bounded by ~2—1. Therefore, the height of
a tree stored by line 1 or 8 does not exceed # and thus
the second statement is proved. Now let us turn to the
first statement. It is easily seen from lines 1, 5, and 7
that C. is exactly the cost of a tree represented by DT..
Additionally, line 6 indicates that C. decreases when-
ever updated. Thus, we have to show that C. takes a
value not exceeding (1+ &) Copt at least once during the
computation. Consider a case where the optimal tree
has the root labeled with a certain test #p:. The
assumption of the induction implies that the costs of
subtrees obtained in line 4 have the relative errors
bounded by eo/(0—1). Lemma 3 asserts that these
subtree costs yield the cost satisfying C = (1+ &) Copt
when the variable ¢ is equal to #pt in the loop of lines
3-8. This means that C. certainly becomes less than or
equal to (14 &) Copr. On the other hand, if the optimal
tree is a tree consisting of only a leaf, C. is set to be
Copt. That is, C. satisfies C.= (1+¢) Copt also for this
case. This completes the proof of the first statement.

Next, let us examine the computing time. Let
T (h, N, K, L) denote the time for the constant 4, test
set size N, state set size K, and action set size L. Then,

c, if A~=0 or N=0
C1+N{Cz+t(h)

T(h,N,K,L)
+bT (h—1,N—1, K, L)},

IA

otherwise
(22)

where ¢, is a constant representing time to execute lines
1-2, and ¢ is a constant for the computation of Q|x
and P., as well as testing the conditions in lines 3-4.
Also, time for the execution of lines 5-8 is expressed by
the term #(4), which is a function of the height of the
constructed tree. By expanding Eq. (22) for N > A, we
have

T(h,N,K, L)
h h—1
éZE) Nibie,+ ZE) (cc+t(h—1i)) N** b (23)

Since the heights of the subtrees constructed in line 4 is
bounded by A—1, line 8 uses O (5") time. Lines 5-7
use O (b) time and thus ¢ (4) is bounded by cb”, where
c is a certain constant. Substituting this value into Eq.
(23),
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T(h,N,K,L)<2aN"b"+2c,N"b" '+ 2cN " b".
(24)

Here, the constant ¢; is O (KL) for most loss functions.
This is because it takes O(KL) time to select the
action labeled at the leaf in line 1. Meanwhile, the
computation of Q|x and P, uses O (bK) time and the
conditions in lines 3-4 are tested in O(b) time.
Consequently, ¢; is O(bK). Replacing ¢; and ¢; in Eq.
(24) with these values, we obtain T (A, N, K,L)=
O (b"N"KL). ]

Next, let us see the necessity for the assumptions
mentioned in Sect. 2. If Assumption 1 does not hold,
P;(x|u) is not constant any more. However, if
P; (x|u) can be known from the sequence of the execut-
ed tests and their outcomes, the procedure becomes
applicable by making a slight change. To do this,
define a list whose element is a pair of an executed test
and its outcome. Then, by adding the list as a parame-
ter of the procedure, P;(x|u) and Q|x becomes
computable because P, (x|u) is known from the list.
Thus, the procedure correctly works even if the
assumption is not satisfied. However, the problem
description becomes too complex and impractical if
one specifies P; (x|u)’s for all the possible sequences.
For this reason, let us employ Assumption 1 through-
out the whole paper. :

In many applications, Assumption 2 is required to
hold"®. Thus, it is proper to make this assumption.
However, there may be an application such that the
repeated execution of the same test is allowed. For
such an application, the parameter 7 —{z} in the
recursive call of line 4 must be modified into 7
because the available test set does not change at every
node in a decision tree. This modification does not
affect the correctness of the procedure. This is proved
in almost the same way as above except that the induc-
tion is carried out only on 4. Therefore, the algorithm
can be used likewise if Assumption 2 is not satisfied.
In this paper, Assumption 2 is made also because it is
easy to compare the algorithm with the method of Ref.
(11), in which the assumption is indispensable for
correct computation.

4.2 Efficient Method for the Hamming Metric Loss
Function

The computing time shown in Theorem 2 infers
that the described algorithm is efficient only for ¢ and
o giving a small value of 2. However, we can improve
the time efficiency of the algorithm if the loss function
is Hamming metric. This characteristic is favorable
because the Hamming metric is the most commonly
used loss function.

The Hamming metric is defined as
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Procedure FastApprox(Q, 7, €, C o DTS);
begin
1. DT_=a tree consisting of only a leaf; C; = Clops
2. if (e<p—1)and (T# @) then
3. fC >0+ E)GP(Q) then
4.  foreveryte Tdo begin
b-1
5 g=1+ 3 PGyQlxy;
x=0
if C_> (1 + £)g then begin
7. for x:==0to b—-1 do
FastApprox(Q |x, 7— {t}, epl(p - 1), C&I, DT&X);
b-1
8. C=1+ Y PCey
x=0
9. if C < C, then begin
10. Cy=G
11. DT = a tree consisting of the root labeled with
t and subtrees DTE 0 DT& b1
end
end
end

end.

Fig. 5 The procedure FastApprox describing the improved
approximate algorithm, which is built for the Hamming
metric loss function.

0, ifu=a
dus a)=] (25)
1, otherwise
for Y =4. When d(u; a) is defined as above, we
obtain the next characteristic, which originates from
the source coding theorem in information theory.
Characteristic 2: It can be assumed that states are
expressed by numbers 1, -«-, K satisfying Q (1) = Q(2)
= -+ =2 Q(K) without loss of generality. Let Q repre-
sent the vector (Q (1), -+, Q(K)). Then, for given Q,
o and the Hamming metric loss function, the tree cost
C is lower bounded by the quantity G,(Q) defined as
follows.

G,(Q) = min [—km On (k) 10g50m (K)

+0.3 0], (26)
where
Q) +Q(m+1)+--+Q(K),
O (k) = for k=1
Q(k),

for 2=<k<m.
27
The proof for this characteristic is found in Ref. (11).
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By utilizing the lower bound G,(Q) defined in
Eq. (26), the time efficiency of the described algorithm
can be improved. This acceleration is achieved by
introducing the suboptimization technique™® based on
a branch-and-bound method. The accelerated algo-
rithm is as follows.

Algorithm 2: Execute the procedure FastApprox
shown in Fig. 5 to construct an e-suboptimal decision
tree from given Q(u)’s, P:(x|u)’s, and p.

Theorem 3: The procedure FastApprox constructs
an e¢-suboptimal decision tree DT, and its cost C, for
given Q(u)’s, P;(x|u)’s, o, &, and the Hamming metric
loss function. The computing time is O (b*N"K log
K) for given b, N, and K.

Proof: 1If N=0 or A=0, or if the optimal solution is
a tree consisting of only a leaf, the first statement is
proved by the same discussion as in Theorem 2. Next,
suppose that N >0 and A>0. When the optimal tree
has the root labeled with a test #pt, assume that lines 7
-11 are executed for =1ty Then, in the similar way
as the proof of Theorem 2, the value C becomes the
cost of an e-suboptimal tree. Thus, an e-suboptimal
solution is certainly stored in DT, and C.. If lines 7-
11 are not executed for ¢=/f;, then the conditional
expression in line 3 or 6 is not met. When the condi-
tional expression in line 3 is not satisfied, C. < (1+¢)
Copt because G,(Q) = Cop.  This means that an e-
suboptimal solution is already found. On the other
hand, when the conditional expression in line 6 does
not hold, the discussion is the same as above for the
reason that the value g for #pt is the lower bound on
Copt. Therefore, the first statement of the theorem is
verified.

The computing time of FastApprox is also for-
mulated as the recurrence of Eq. (22). Here, the
constant ¢ represents time to execute lines 1-3. The
constant ¢, describes time for the execution of lines 5-
6, and testing the conditions of lines 4 and 7 as well as
the computation of Q|x, P, and G,(Q|x). For
Hamming metric, line 1 uses O(K) time because the
optimal action for a leaf can be chosen by finding #max
such that Q (umax) = Q(u) for all #= thmax. The lower
bound G,(Q) is computed in O(K log K) time®®®,
and thus ¢ is O(K log K). The constant ¢ is O (bK
log K). This is because the computation of G,(Q|x)
uses O (K log K) time for each value of x while other
operations use O (bK) time. The term ¢(4) is bound-
ed by c¢b* in the same way as in Theorem 2. By
substituting the values of ¢, ¢; and ¢(4) into Eq. (23),
the time is proved to be O (b"N*K log K). O

As shown in Theorem 3, the worst case computing
time of the procedure FastApprox does not look much
better than that of Approx. However, the subtree
construction step of line 7 is not necessarily executed
for some ’s&€7 in the former while the latter con-
structs subtrees for every ¢ in 7. If this elimination of
subtree construction in FastApprox is carried out for a
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large subset of 7, the time will greatly decrease. The
next section demonstrates the effect of eliminating
unnecessary subtree construction through
computational experiments.

5. Experimental Results

To evaluate the practical performance of the
proposed approximate algorithm, a computational
experiment was carried out. The procedure FastAp-
prox was programmed in the turbo-Pascal language,
and executed for randomly generated problems on an
NEC PC-9801EX4 computer. The performance of the
algorithm was tested by measuring the computing time
and the accuracy of solutions. The exact optimal
algorithm described in Ref. (11) was also examined to
clarify the effectiveness of the proposed method in
computing time and to obtain the exact optimal cost,
which is necessary to estimate the relative error of a
solution.

The problems fed to the algorithms were generated
in the same way as those used in Ref. (21). That is, the
constant b was 2, the state space size was 8, and the
state probabilities Q(u)’s were computed by Zipf’s
law'?®. The conditional test outcome probability P, (1
|u) was randomly determined from the uniform distri-
bution over the interval that was selected from [0, 0.1]
and [0.9, 1] with the probability of 0.5. The value of
P, (0|u) was simply 1— P, (1|u). The test set size was
5, 6, 7, 10, 20, 30, 50, or 100. For each test set size, 10
problems were generated. The weight parameter o was
8. The accuracy parameter ¢ for the proposed method
was set to 0.1 and 0.2.

The experimental values of ¢ and p yield that A=
32 for £é=0.1 and A=27 for £¢=0.2. The algorithm

10*

—»—— Exact Algorithm

Ref. [11])
—@— Proposed Method
£=01

——90— Proposed Method
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Fig. 6 Experimental result (1).
test set size.
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Fig. 7 Experimental result (2). Number of problems versus
range of relative error for e=0.1.
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0.05 < E, < 0.06
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Fig. 8 Experimental result (3). Number of problems versus
range of relative error for €=0.2.

does not seem very efficient for these numerical values
of 4 ; the worst case time derived in Sect. 4 rapidly
(proportionally to N") increases for the growth of N.
Therefore, to declare that the algorithm is practical, we
need to show that the acceleration technique employed
in FastApprox effectively lessens this rapid increase of
computing time. From this viewpoint, the computing
time was examined in terms of N.

The measured average computing time is plotted
against N in Fig. 6. The measured time increases
surprisingly slowly for the increasing test set size. For
example, when £=0.1, the average computing time for
N =100 is only 18 times as large as that for N=5. For
€=0.2, the time grows merely 5 times larger when N is
enlarged from 5 to 100. This result suggests that the
practical efficiency of the procedure FastApprox is
much better than the worst case time obtained by the
analysis. Thus, it is implied that unnecessary computa-
tion is successfully eliminated in FastApprox. In
comparison with the exact algorithm, the time with the
proposed approximate method is by far smaller partic-
ularly when €=0.2. As described in Ref. (11), the
examined exact algorithm is also fairly time-efficient.
However, it is evident from Fig. 6 that the size of
solvable problems is greatly enlarged if a relative error
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of 10% or 20% can be allowed.

The accuracy was examined for 60 problems with
test set size 5, 6, 7, 10, 20, and 30. Figure 7 shows the
number of problems versus the range of the relative
error when £=0.1, and Fig. 8 illustrates that for e=
0.2. It is plain to see that all the obtained solutions
have relative errors less than the specified upper bound
. Moreover, it is observed that the relative error is
much smaller than the value of € in most cases. For
example, when £=0.1, 53 of 60 problems (88%) have
relative errors less than 0.01, and the cost of every
solution is at most 3% larger than the optimum. Even
if £=0.2, the relative errors for 49 problems (81%) are
in the range of 0= E,=0.03. This suggests that the
algorithm generates almost optimal solutions for most
problems if e is set not larger than these experimental
values.

6. Conclusion

This paper presents an approximate algorithm for
the probabilistic decision tree design. The feature of
this method is that the relative error of the obtained
solution is guaranteed to be not larger than a specified
value . Since the parameter e can take any value such
that €>0, the solution can be arbitrarily close to the
exact optimum. Such a guarantee of accuracy has not
been obtained with any other approximate algorithms.
The computing time of the method is O (b*N*KL),
i. e., a polynomial of outcome set size b, test set size N,
state space size K, and action space size L. Here, the
parameter /4 is a function of € and the weight parame-
ter p.

From the worst case computing time derived by
the analysis, the algorithm looks quick only for & and
o yielding a small value of 4. However, if the loss
function is Hamming metric, the time efficiency can be
greatly improved. This improvement is achieved by
utilizing the information theoretical lower bound on
the tree cost. This bound is the one derived in Ref.
(11) and plays an important role also in the develop-
ment of the efficient exact algorithm. The computing
time using this bound was evaluated through a
computational experiment. The result shows that the
algorithm is much faster for most problems than the
analysis suggests. This characteristic implies that em-
ploying the bound successfully eliminates unnecessary
computation. From the comparison with the comput-
ing time of the exact algorithm in Ref. (11), it was
clarified that much larger problems can be solved by
allowing a relative error of at most 10% or 20%.
Moreover, the experimental result indicates that the
relative error of a solution obtained with the proposed
method is much smaller than the upper bound ¢ for
most problems.

While the worst case computing time of the
proposed method is polynomial in the problem input
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length, it is not polynomial in the magnitude of p or 1/

&

Therefore, it is natural to ask if there is an e-

approximate algorithm whose computing time is
polynomial also in p and 1/e. The development of
such an algorithm is left for further study.
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